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Morris investigates the “semantics” of two distinct aspects of programming languages: recursion and types. In the course of investigating recursion, he invents operational equivalence aka observational equivalence.
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Reynolds explains the limitations of meta-interpreters. For example, meta-interpreters don’t explain the order-of-evaluation for function application in a higher-order languages. They also fail to bring across what control constructs or mutation really mean. He demonstrates that by exploiting higher-order constructs one can improve the meta-circular interpreters. To explain the order of evaluation, he invents continuation-passing style; for mutation, he introduces a store.